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In recent years:
- Reduce assumptions about hardware
- Design algorithms that are secure under leakage
Previous Work

• [Goldreich & Ostrovsky 96] protect against complete leakage of memory when CPU is secure.
• [Ishai & Sahai & Wagner 2003] assume adversary leaks value of a fixed number of wires
• [Micali & Reyzin 04] introduce axioms and framework
• [Goldwasser & Kalai & Rothblum 2008] one-time programs
• [Dziembowski & Pietrzak 2008] Leakage resilient stream cipher in the split state model
• [Faust & Reyzin & Tromer 2009] protect against AC0 leakage functions (needs secure component)
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Achieve leak-resilience for arbitrary complexity from leak-resilience for fixed complexity
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Main Tool

Fully Homomorphic Encryption (FHE)

First construction by Gentry at STOC 09
Based on Ideal Lattices

Other restricted constructions are known
[Boneh Goh Nissim 2005]
[Melchor Gaborit Herranz 2008]
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\[ pub_{i+1}, pri_{i+1} = \text{KeyGen}(r_{gen}) \]
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\[ C'_K = \text{Evaluate}(C_{pri}, C_K, x, K; r') \]

\[ C'_{reply} = \text{Randomize}(C_{reply}; r) \]
set Memory B = \( \text{Randomize}(C'_K; r') \)
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$pub_{i+1}, pri_{i+1} = \text{KeyGen}(r_{gen})$
$C_{pri} = \text{Enc}(pri_i, pub_{i+1})$
Set Memory A = $pri_{i+1}$

$Y = \text{Dec}(C'_{\text{reply}}; pri_{i+1})$
Output $Y$

Memory B: $C_K$
Randomness: $r, r'$

$C_{\text{reply}} = \text{Evaluate}(C_{pri}, C_K, x, H_K(x); r)$
$C'_{K} = \text{Evaluate}(C_{pri}, C_K, x, K; r')$

$C'_{\text{reply}} = \text{Randomize}(C_{\text{reply}}; r)$
set Memory B = $\text{Randomize}(C'_{K}; r')$
Proof
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Set Memory A = $\text{pri}_{i+1}$

$Y = \text{Dec}(C'_{\text{reply}}; \text{pri}_{i+1})$
Output $Y$

Memory B: $C_K$
Randomness: $r, r'$

$C_{\text{reply}} = \text{Evaluate}(C_{\text{pri}}, C_K, x, H_K(x); r)$

$C'_{K} = \text{Evaluate}(C_{\text{pri}}, C_K, x, K; r')$

$C'_{\text{reply}} = \text{Randomize}(C_{\text{reply}}; r)$
set Memory B = Randomize($C'_{K}; r'$)
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$pub_{i+1}, pri_{i+1} = \text{KeyGen}(r_{gen})$
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$Y = \text{Dec}(C'_{\text{reply}}; pri_{i+1})$

Output $Y$

Memory B: $C_K$
Randomness: $r, r'$

$C_{\text{reply}} = \text{Evaluate}(C_{pri}, C_K, x, H_K(x); r)$

$C'_K = \text{Evaluate}(C_{pri}, C_K, x, K; r')$

$C'_{\text{reply}} = \text{Randomize}(C_{\text{reply}}; r)$

set Memory B = $\text{Randomize}(C'_K; r')$
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Hybrid 1

Memory A: \( pri_i \)
Randomness: \( r_{\text{gen}} \)

\[ \text{pub}_{i+1}, \text{pri}_{i+1} = \text{KeyGen}(r_{\text{gen}}) \]
\[ C_{\text{pri}} = \text{Enc}(\text{pri}_i, \text{pub}_{i+1}) \]
Set Memory A = \( \text{pri}_{i+1} \)

Y = Dec(\( C'_{\text{reply}} \); \( pri_{i+1} \))
Output Y

Memory B: \( C_K \)
Randomness: \( r, r' \)

\[ C_{\text{reply}} = \text{Evaluate}(C_{\text{pri}}, C_K, x, H_K(x); r) \]
\[ C'_K = \text{Evaluate}(C_{\text{pri}}, C_K, x, K; r') \]
\[ C'_{\text{reply}} = \text{Randomize}(C_{\text{reply}}; r) \]
set Memory B = \( \text{Randomize}(C'_K; r') \)

\[ C''_{\text{reply}} = \text{Enc}(H_K(x), \text{pub}_{i+1}) \]

Doesn’t change the distribution
Hybrid 2

Memory A: $pri_i$
Randomness: $r_{gen}$

$pub_{i+1}, pri_{i+1} = \text{KeyGen}(r_{gen})$
$C_{pri} = \text{Enc}(pri_i, pub_{i+1})$
Set Memory A = $pri_{i+1}$

$C_{reply} = \text{Evaluate}(C_{pri}, C_K, x, H_K(x); r)$

$C_{reply} = \text{Randomize}(C_{reply}; r)$
set Memory B = $\text{Randomize}(C_K; r')$

$Y = \text{Dec}(C_{reply}; pri_{i+1})$
Output $Y$

$C''_{reply} =$ $\text{Enc}(H_K(x), pub_{i+1})$
Hybrid 2

Memory A: \( pri_i \)
Randomness: \( r_{gen} \)

\[ \text{pub}_{i+1}, pri_{i+1} = \text{KeyGen}(r_{gen}) \]
\[ C_{pri} = \text{Enc}(pri_i, pub_{i+1}) \]
Set Memory A = \( pri_{i+1} \)

\[ Y = \text{Dec}(C'_{\text{reply}}; pri_{i+1}) \]
Output \( Y \)

Memory B: \( C_K \)
Randomness: \( r, r' \)

\[ C_{\text{reply}} = \text{Evaluate}(C_{pri}, C_K, x, H_K(x); r) \]
\[ C'_K = \text{Evaluate}(C_{pri}, C_K, x, K; r') \]
\[ C'_{\text{reply}} = \text{Randomize}(C_{\text{reply}}; r) \]
set Memory B = \( C''_K \)

\[ C''_{\text{reply}} = \text{Enc}(H_K(x), pub_{i+1}) \]
\[ C''_K = \text{Enc}(0...0, pub_{i+1}) \]
Hybrid 2

Memory A: $pri_i$
Randomness: $r_{gen}$

$pub_{i+1}, pri_{i+1} = KeyGen(r_{gen})$
$C_{pri} = Enc(pri_i, pub_{i+1})$
Set Memory A = $pri_{i+1}$

$Y = Dec(C_{reply} ; pri_{i+1})$
Output Y

Memory B: $C_K$
Randomness: $r, r'$

$C_{reply} = Evaluate(C_{pri}, C_K, x, H_K(x) ; r)$
$C'_K = Evaluate(C_{pri}, C_K, x, K ; r')$
$C'_{reply} = Randomize(C_{reply} ; r)$
set Memory B = $C''_K$

Changes the distribution completely

$C''_{reply} = Enc(H_K(x), pub_{i+1})$
$C''_K = Enc(0...0, pub_{i+1})$
Why Should This Work?

• Very informally: Ciphertexts are incompressible.

• This means that leakage on B can help only if Adv knows enough about pri

• But Adv sees only leakage on pri which is insufficient to break semantic security
Open Questions

• Can we get rid of the leak-free component?
• Granularity of leakage.
Thank you!