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Introduction 
As computers and computing began to emerge as a field in the middle of the last century, 
colleges and universities began creating departments and degree programs in this field of 
study.  As the field has evolved, it has been directed by three curriculum documents 
(ACM/IEEE-CS Joint Curriculum Task Force Curricula, 1991; Committee on Computer 
Science Curriculum, 1968, 1978). 

The most recent of these has been Computing Curricula 2001, more commonly known as 
CC2001 (Joint Task Force on Computing Curricula, 2001) .  Before CC2001, there was 
much debate in the literature about the approach, assignments, lab environments and 
other teaching aides that were most appropriate for courses.  Of special interest was the 
introductory sequence of courses (CS1-CS2), due to the fact that these were the first 
courses that students were exposed to.  CC2001 legitimizes six approaches to the 
introductory sequence, which include three programming-first approaches: Imperative-
first, Objects-first, and Functional-first as well as Breadth-first, Algorithms-first, and 
Hardware-first.  The report does not recommend one over the other, but rather points out 
the relative strengths and weaknesses of all of them. 

CC2001, as with the previous curricula, does not provide faculty with instructions for 
how to implement the suggestions and the guidelines contained within.  This leaves 
faculty to take their own approaches to the material, and invent assignments, lab 
exercises and other teaching aides for specific courses outlined in the curriculum.  
Whenever a new curricular device is conceived, the next natural step in the investigation 
is to see if the innovation actually helps student’s understanding of the material.  
Investigations into some of these innovations has previously been measured by lab grade, 
overall course grade, resignation rate or exam grades (Cooper, Dann, & Pausch, 2003; 
Decker, 2003; Ventura, 2003)  

The problem with using these types of metrics in a study is that often they are not proven 
reliable or valid.  Reliability, or the degree of consistency among test scores, and validity, 
the relevance of the metric for the particular skill it is trying to assess are both essential 
whenever the results of  these metrics are to be analyzed (Kaplan & Saccuzzo, 2001; 
Marshall & Hales, 1972; Ravid, 1994) .  Also, within these types of studies, it is not often 
specified how a particular grade is arrived at.  For example, when using overall course 
grade as the success marker, one should know if there was a curve placed on the grades, 
or even the basic breakdown of what is considered “A” work.  



With all of the claims of innovation in CS1 curriculum, we need a way of assessing 
student’s comprehension of the core CS1 material.  The goal of this work is to create a 
reliable and validated assessment instrument for CS1.  The test will be one that assesses 
the knowledge of a student who has taken a CS1 class using one of the programming-first 
approaches described in CC2001.  This assessment should be independent of both the 
approach used for CS1 and should not rely on testing a student’s syntactic ability with a 
particular language.  

Theoretical Background & Previous Research in the 
Area 
Before CC2001, there was a long debate over what is the most acceptable way to teach 
the introductory computer science curriculum.  Many have contributed to the myriad of 
approaches for teaching the introductory sequence of courses.  Owens, Cupper, 
Hirshfield, Potter, and Salter (1994) offered varying viewpoints on  the different models 
for teaching CS1.  Evans (1996) also offers a model for the CS1 curriculum that 
emphasizes using topics that pervade the entirety of the computer science domain. 
The approach given by Proulx, Rasala and Fell (1996) is similar to the one given by 
Alphonce and Ventura (2003).  Both groups advocate an approach to CS1 that utilizes 
graphics and graphical programming to motivate the core material in CS1.  Each 
approach has merit and gives anecdotal evidence for their success, but it is necessary to 
have adequate ways to assess student knowledge of the concepts of introductory 
programming to bolster arguments for the success of the approach. 

The need for accurate assessment once again reveals itself when one looks at the 
literature on predictors of success for CS1 (Evans & Simkin, 1989; Hagan & Markham, 
2000; Kurtz, 1980; Leeper & Silver, 1982; Mazlack, 1980; Wilson & Shrock, 2001) .  For 
each of these studies, different factors were identified as possible reasons for success in a 
programming-first CS1 course.  In each case, success was measured either by overall 
exam score, laboratory exercise scores, programming assignment scores, or exam scores.  
None of these measures of success were validated, or clearly explained.  

Even in recent work done on a course that embraces CC2001’s recommendations for an 
Objects-first CS1 only uses measures of overall course grade, exam grades, and lab 
grades in its study (Ventura, 2003) .  The predictive values of the factors studied are 
given as in the other work cited above, but it once again fails to convince that the level of 
success in the students has been validated in some form. 

There has been one documented attempt at creation of an assessment for CS1.  The 
working group from the Conference on Innovation and Technology in Computer Science 
Education (ITiCSE) in 2001, created a programming test that was administered to 
students at multiple institutions in multiple countries (McCracken et al., 2001) .  The 
group’s results indicated that students coming out of CS1 did not have the skills that the 
test assessed.   



One of the positives about this attempt at assessment is that it included problems that 
were well thought out and made an attempt to cover all of the material that a CS1 student 
should have mastery of.  Another positive was the fact that there were specific grading 
rubrics created for the problems that helped lead to uniform scoring.  The students were 
not restricted to a particular language or programming environment, so the students 
completed the exercises in whichever way was most comfortable to them. 

However, the study was flawed as recognized even by the participants.  The problems 
given had an inherent mathematical flavor that would have disadvantages students with 
mathematical anxiety.  They also admit in their analysis that one of the test questions 
“was undoubtly difficult for students who had never studied stacks or other basic data 
structures.” (McCracken et al., 2001)   They also pointed out flaws in the presentation of 
the problems and the instructions for administering the exercises.  Therefore, even with 
all the positives of this study, there is still room to grow and make an assessment 
instrument that could be more true to the current flavors of CS1 as described in CC2001.  

Goals of the Research 
The ultimate goal of the research is to create a validated and reliable metric for assessing 
student's level of knowledge at the completion of a programming first CS1.  The test 
should be language and paradigm independent.  This test will then be available to assess 
not only student progress, but also as a way to gauge particular pedagogical advances and 
their true value within the classroom. 

The current hypotheses are: 

• The current methods for testing pedagogical innovations are not adequate. 
• An intersection of topics can be identified for the three programming-first 

approaches to the introductory curriculum 
• A test can be written to assess a student's level of achievement with the 

introductory curriculum. 

Current Status & Stage in Program 
My proposal has been approved and I am now working on the actual pieces of creating 
the assessment instrument.  Hopefully, the instrument will be ready for its first 
administration at the end of the Spring 2005 semester.  

Interim Conclusions 
The analysis of CC2001 has been completed and an intersection of adequate size has not 
been found for the topics in CS1 in the programming-first approaches.  Therefore, the 
search for the intersection was expanded to include CS1 and CS2.  Also, learning 
objectives have been identified for each of the topics included in the intersection.  After 
completing this list, it was realized that there were simply too many topics for one 



instrument.  Also, many of the topics and learning objectives sought in the introductory 
curriculum do not lend themselves to assessment in a traditional test manner.  We are 
now in the process of refining the list of topics to one that is more manageable for the 
creation of the test. 

Open Issues 
Open issues for this research include 

• Can there be an assessment tool that accurately assesses student's progress 
through a curriculum, given the differences across schools and curriculum? 

• Can the non-programming first approaches be assessed using the same metric at 
the end of the introductory curriculum? 

• Can information gathered using this assessment tool help us determine if a 
particular pedagogical innovation is helping the students learn? 

What I Hope to Gain From Participation in Doctoral 
Consortium 
I hope to gain input and feedback about my research ideas.  I am also hoping for 
informed guidance on the approach I am taking towards my research and suggestions on 
how to proceed forward.   
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