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Underlying Principles

Abstract Behavior

Encapsulation

Delegation

Varirant vs. Invariant

Abstract Construction
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Goal of a "Killer Example": show benefits 
of patterns and how student "shortcuts" 

to solutions eventually break down.

Pedagogical Process
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1. Use it

2. Conceptualize it

3. Build it

4. Analyze/study high
quality code

5. Design and construct
Software using DPs

6. Evaluate software 

1.1 Use an instance of Iterator

1.2 General concept of an Iterator.

1.3 Define own Iterator

1.4 Separate Iterator to access
private parts of a collection

Iterative Design Process

e.g.

Testing Mock-ups (Stubs)

Iterator

A workshop to share ideas,
specifically “killer examples”, for

Fundamental Object-Oriented (OO) principles
and

Design Patterns

primarily in an objects-first CS1-CS2 sequence.

Killer Example

The Jargon File defines a “killer app” as an 
“application that actually makes a sustaining 

market for a promising but under-utilized 
technology.”

In the same vein, we take a “killer example” to be 
one which provides clear and compelling 

motivation for some concept.

Killer Examples must be an integral component of 
a larger, cohesive OO curriculum.

They do not exist in a vacuum, but rather as part 
of a deliberate pedagogical progression

that drives from motivation to comprehension.

Motivation for Teaching Design Patterns

Systematic way to solve complex problems 
Solutions that scale up

Design patterns support building of:
correct, robust, flexible & extensible software 

in an efficient manner (time & $).

Underlying principles supporting our goals:

Abstraction

Invariant/variant decoupling
(commonality/variability analysis)

Parameterization

Extreme encapsulation

"Killer" idea: Change the 
requirements to drive students 
towards higher quality solutions.

Student perceptions of
design process

Reaslistic path to
desired design

Student shortcuts

Designs with problems
(smell or errors)

Desirable solutions
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Design Patterns can be used to illustrate 
fundamental Computer Science principles.

Design Patterns change and shape the way we 
look at problems.
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